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a b s t r a c t

In this paper an improvement of the optimally pruned extreme learning machine (OP-ELM) in the form

of a L2 regularization penalty applied within the OP-ELM is proposed. The OP-ELM originally proposes a

wrapper methodology around the extreme learning machine (ELM) meant to reduce the sensitivity of

the ELM to irrelevant variables and obtain more parsimonious models thanks to neuron pruning. The

proposed modification of the OP-ELM uses a cascade of two regularization penalties: first a L1 penalty

to rank the neurons of the hidden layer, followed by a L2 penalty on the regression weights (regression

between hidden layer and output layer) for numerical stability and efficient pruning of the neurons. The

new methodology is tested against state of the art methods such as support vector machines or

Gaussian processes and the original ELM and OP-ELM, on 11 different data sets; it systematically

outperforms the OP-ELM (average of 27% better mean square error) and provides more reliable results –

in terms of standard deviation of the results – while remaining always less than one order of magnitude

slower than the OP-ELM.

& 2011 Elsevier B.V. All rights reserved.
1. Introduction

Data sets in machine learning and statistical modeling are
becoming larger; thanks to improvements in acquisition processes
it becomes possible to obtain large amounts of information about a
studied phenomenon, with data to analyze more abundant, in terms
of number of variables and samples. While it is usually desirable to
have a large data set – as opposed to a small one from which very
few information is available – it raises various problems. First of, the
increase in the number of variables is likely to introduce new
relevant data regarding the phenomenon at hand, but causes an
accordingly high increase in the number of required samples, to
avoid ill-posed problems. Irrelevant variables are also likely to
appear, creating a new difficulty for the model building. The increase
in the number of samples can also become problematic, for it leads
to increased computational times for model building.

The extreme learning machine (ELM) as presented by Huang
et al. in [19] by its very design is fast enough to accommodate
such large data sets, where other traditional machine learning
techniques have very large computational times. The main idea
lies in the random initialization of the weights of a single hidden
ll rights reserved.
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layer feedforward neural network (SLFN), instead of the tradi-
tional – much more time-consuming – learning of these weights
through back-propagation [12], for example. In addition to its
speed, which takes the computational time down by several
orders of magnitude, the ELM is usually capable to compare with
state of the art machine learning algorithms in terms of perfor-
mance [19].

It has, however, been remarked in [22] that the ELM tends to
suffer from the presence of irrelevant variables in the data set, as
is likely to happen when dealing with real-world data. In order to
reduce the effect of such variables on the ELM model, Miche et al.
proposed in [22,24] a wrapper methodology around the original
ELM, which includes a neuron ranking step (via a L1 regularization
known as Lasso [31]), along with a criterion used to prune out the
most irrelevant neurons of the model (regarding this criterion):
the optimally pruned extreme learning machine (OP-ELM).
Section 2 gives a short introduction to the original ELM and fixes
the notations for the following presentation of the OP-ELM as
proposed in [22,24].

Section 2 then elaborates on one problem encountered by the
original OP-ELM, in the computation of the pruning criterion. The
leave-one-out criterion is originally used in the OP-ELM for the
pruning, which can be a computationally costly choice. Thanks to
the use of a closed form formula (Allen’s PRESS statistic [1]), its
computation is nevertheless very fast, but raises numerical
problems which possibly ‘‘disturb’’ the pruning strategy.

www.elsevier.com/locate/neucom
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The proposed solution to this situation in this paper is by the use
of L2 regularization in the OP-ELM. The concept of regularization –
using L1, L2 or other norms-based penalties on the regression
weights – for regression problems has been studied extensively
(see for example [6,9,13,26,29–32,34,35]) and some of the most
widely used methods are presented in Section 3: Lasso [31],
Tikhonov regularization [32,13], but also hybrid penalties such as
the elastic net [35] and the composite absolute penalties [34].

While these penalties are either of only one kind – L1 or L2,
traditionally – or a hybrid using both simultaneously (see Owen’s
hybrid [26] for example), an approach that could be described as
‘‘in cascade’’ is used in this paper, for the OP-ELM. Indeed, a L1

penalty is first used to rank the neurons, followed sequentially by
a L2 penalty to prune the network accordingly. Section 4 details
the approach used, by a modification of Allen’s PRESS statistic [1].

This newly modified OP-ELM is finally tested in Section 5
against three state of the art machine learning techniques
(Gaussian processes, support vector machines and multi-layer
perceptron) but also against the original ELM and OP-ELM. The
experiments are carried out using eleven publicly available
regression data sets and report the performances and timings
for all methods.
2. The optimally pruned extreme learning machine

2.1. The extreme learning machine

The extreme learning machine (ELM) algorithm is proposed by
Huang et al. in [19] as an original way of building a single hidden
layer feedforward neural network (SLFN). The main concept
behind the ELM is the random initialization of the SLFN internal
weights and biases, therefore, bypassing a costly training usually
performed by time-consuming algorithms (Levenberg–Marquardt
[3], back-propagation [12], etc.).

In [19] a theorem is proposed – on which lies the efficiency of
the ELM – stating that with a random initialization of the input
weights and biases for the SLFN, and under the condition that the
activation function is infinitely differentiable, the hidden-layer
output matrix can be determined and will provide an approxima-
tion of the target values as good as wished (nonzero).

Under the conditions detailed in [17] – that is, randomly
generated hidden nodes weights and bounded non-constant
piecewise continuous activation function – the ELM is a universal
function approximator [15,14]. It is worth noting that several
possible activation functions have been investigated for the ELM
nodes, for example thresholds [18], complex [21] and radial basis
functions [16].

In this paper, the case of single-output regression is consid-
ered, but the ELM, OP-ELM and the proposed approach in Section
4 can be modified to solve multi-output regression and classifica-
tion problems.
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Fig. 1. Illustration of the ELM model fit (light blue dots) on a toy example (sum of

augmented with a random noise variable (not displayed), on the rightmost part. Due to

[24]. (For interpretation of the references to color in this figure legend, the reader is r
Consider a set of n distinct samples ðxi,yiÞ,1r irn, with xiARp

and yiAR. A SLFN with m hidden neurons in the hidden layer can
be expressed by the following sum

Xm

i ¼ 1

bif ðwixjþbiÞ, 1r jrn, ð1Þ

with bi the output weights, f an activation function, wi the input
weights and bi the biases. Denoting by ŷi the outputs estimated by
the SLFN, in the hypothetical case where the SLFN perfectly
approximates the actual outputs yi, the relation is

Xm

i ¼ 1

bif ðwixjþbiÞ ¼ yj, 1r jrn, ð2Þ

which is written in matrix form as Hb¼ y, with

H¼

f ðw1x1þb1Þ � � � f ðwmx1þbmÞ

^ & ^

f ðw1xnþb1Þ � � � f ðwmxnþbmÞ

0
B@

1
CA, ð3Þ

b¼ ðb1, . . . ,bmÞ
T and y¼ ðy1, . . . ,ynÞ

T . The ELM approach is thus to
initialize randomly the wi and bi and compute the output weights
b¼Hyy by a Moore–Penrose pseudo-inverse [27] (which is
identical to the ordinary least squares solution for a regression
problem, see Section 3) of H, Hy.

There has been recent advances based on the ELM algorithm,
to improve its robustness (OP-ELM [24], CS-ELM [20]), or make it
a batch algorithm, improving at each iteration (EM-ELM [7], EEM-
ELM [33]). Here the case of the OP-ELM is studied, and specifically
an approach aimed at regularizing the output layer determination
and pruning.

2.2. The OP-ELM

The optimally pruned extreme learning machine (OP-ELM) is
proposed in [24,10] in an attempt to solve the problem that ELM
faces with irrelevant (or highly correlated) variables present in
the data set that can ‘‘corrupt’’ some of the neurons. As described
at more length in [24,22,23], it can be illustrated on a toy example
as in Fig. 1: the plots give the ELM fit in light blue dots over the
training points in black crosses. On the leftmost part of the figure,
the fit by the ELM is good, but when a pure random noise variable
is added, on the rightmost figure (the added noise variable is not
pictured on the figure), the fit becomes loose and spread.

Indeed, the ELM is not designed to cope with such variables
irrelevant to the problem at hand. In this spirit, the OP-ELM
proposes a three-steps methodology, shortly described here, to
address this issue.

The idea is to build a wrapper around the original ELM, with a
neuron pruning strategy. For this matter, as can be seen in Fig. 2,
the construction of the SLFN by the ELM is retained, and two steps
are added afterwards. First comes a ranking of the neurons by a
least angle regression (LARS [6]; in practice the MRSR [29]
implementation of LARS is used for it also applies to multi-output
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sines, black crosses), for the normal data (leftmost part) and for the same data

the irrelevant additional variable, the fit of the ELM model is less accurate. From

eferred to the web version of this article.)



SLFN Construction
using ELM

Ranking of the best
neurons by LARS

Selection of the optimal
number of neurons by LOOData Model

Fig. 2. Illustration of the three OP-ELM steps: the SLFN is first built using the ELM approach (random initialization of internal weights and biases); then a LARS algorithm is

used to rank the neurons of the hidden layer; finally the selection of the optimal number of neurons for the OP-ELM model is performed using a Leave-One-Out criterion.

Y. Miche et al. / Neurocomputing 74 (2011) 2413–2421 2415
cases), which sorts them by their usefulness regarding the output.
And then a leave-one-out criterion is used to determine how
many of the – sorted – neurons should be kept for the final OP-ELM
model structure.

The LARS algorithm is not detailed here since it is described
and discussed at length (or more precisely the idea it implements,
Lasso) in Section 3, but it has the property of providing an exact
ranking of the hidden-layer neurons in the case of the OP-ELM,
since the relation between the neurons and the output is linear
(by design of the OP-ELM).

The leave-one-out (LOO) method is usually a costly approach
to optimize a parameter since it requires to train the model on the
whole data set but one sample, and evaluate on this sample,
repeatedly for all the samples of the data set. In the OP-ELM
structure though, the situation is linear (between the hidden layer
and the output one), and the LOO error has a closed matrix form,
given by Allen’s prediction sum of squares (PRESS) [1] (details of
the computation of the PRESS LOO error are given in Section 4).
This closed form allows for fast computation of the mean square
error and hence of the output weights b, making the OP-ELM still
computationally efficient and more robust than the original ELM
to irrelevant/ correlated variables.

Hence, the OP-ELM can be seen as a ‘‘regularized’’ ELM, by the
use of a LARS approach, which is a L1 penalty on a regression
problem, here.

Meanwhile, the decision over the final number of neurons to
retain (by a LOO criterion) has shown potential instabilities
(numerically), due to the nature of the matrix operations per-
formed in the PRESS formula (see Section 4 for these calculations).
The proposed solution in this paper is to use regularization in the
calculations of the PRESS formula. In the following are reviewed
the most well-known algorithms used to perform regularization,
using a L1 and L2 (and jointly L1 and L2) penalty on the regression
problem. The proposed approach in Section 4 combines both L1

and L2 penalties in the OP-ELM, to regularize the network.
3. The problem of regularization

Here are presented some of the most widely used methods to
regularize a regression problem (which is the situation between
the hidden layer and the output layer of the OP-ELM).

In the following, matrices are denoted by boldface; A is a n� p

matrix with A¼ ða1, . . . ,anÞ
T , aiARp. Also A can be referred by

A¼ ðai,jÞ
1r irn
1r jrp. Capital boldface A are used for matrices and low-

case boldface b for vectors.

3.1. General case

For the general setup, assume a single-output regression
problem of the form

y¼Xwþe, ð4Þ

with X¼ ðx1, . . . ,xnÞ
T the inputs of the problem (data set),

y¼ ðy1, . . . ,ynÞ
T the actual output, w¼ ðw1, . . . ,wpÞ

T the regression
weights and e¼ ðe1, . . . ,enÞ

T the residuals.
Traditionally, the ordinary least squares (OLS) solution (a.k.a.
Gauss–Markov solution) is a possible approach to solve this
problem. The problem can be formulated as a minimization of
the mean square error as

min
ŵ
ðy�XŵÞT ðy�XŵÞ, ð5Þ

or in a non-matrix form

min
ŵ

Xn

i ¼ 1

ðyi�xiŵÞ
2, ð6Þ

with ŵ ¼ ðŵ1, . . . ,ŵnÞ
T the estimated regression weights.

The solution of Eq. (5) is then obtained by a classical pseudo-
inverse (Moore–Penrose [27]) as

ŵ
OLS
¼ ðXT XÞ�1XT y, ð7Þ

assuming that X is full rank.
This way of computing the solution involves matrix inversion

(for the computation of the inverse covariance matrix ðXT XÞ�1)
which tends to pose numerical problems in practice, since X is
sometimes not full rank (there might very well be irrelevant or
linear combinations of samples and/ or variables in the data set).
A numerically more stable solution is to use the singular value
decomposition (SVD) of X to compute the pseudo-inverse. The
proposed approach presented in Section 4 makes use of the SVD
for faster computations and numerical stability.

Two classical critiques of the OLS solution relate to the two
main aspects that one expects from a model. First, the OLS is
likely to perform poorly on real data (for example for the
numerical reasons invoked before), while it is expected that the
model should perform reasonably well on the training data.
Second, it is usually desirable to have a sparse model which
makes interpretation possible, regarding the relationships
between variables and the output. Again, the OLS is not designed
in this sense and does not provide sparse models at all.

Also, it has been shown (e.g. in [2,30]) that there exists
solutions which achieve lower mean square error (MSE) than
the OLS one – for numerical instability reasons, in practice – for
example by the use of regularization factors, which can be seen as
penalties added to the minimization problem in Eq. (5). In
addition, regarding the generalization error, the OLS solution
found in training is possibly not the best one (in terms of
generalization MSE).

Here are detailed two different approaches to regularization,
using either a L1 or L2 penalty term.

3.2. The L1 penalty: LASSO

Let us first consider the case of the L1 penalty. In this setup, the
minimization problem of Eq. (6) becomes

min
l,ŵ

Xn

i ¼ 1

ðyi�xiŵÞ
2
þl

Xp

j ¼ 1

jŵjj

2
4

3
5, ð8Þ

again with ŵ ¼ ðŵ1, . . . ,ŵnÞ
T . An instance of this very problem is

studied by Tibshirani in [31] and is commonly known as the
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LASSO (least absolute shrinkage and selection operator). Due to
the nature of the minimization problem (L1 penalty on the
regression coefficients), the Lasso produces solutions that exhibit
sparsity, making interpretability possible. Control over this spar-
sity of the final model is obtained by modifying the l value: the
smaller is l, the more ŵj coefficients are non-zero and hence the
more variables are retained in the final solution.

Generally, the computation of the solution to Eq. (8) is a
quadratic programming problem with linearity constraint which
can be intensive. In [6], a computationally more efficient algo-
rithm is presented as the LARS algorithm (least angle regression),
of which the Lasso is a specific instance. LARS actually generalizes
both the Lasso and the forward stagewise regression strategy (see
[11] for example): the algorithm starts similarly to forward
selection, with all coefficients equal to zero and finds the variable
most correlated with the output. The direction of this first
selected variable is followed until another variable has as much
correlation with the output. LARS then follows the direction of the
equiangular between first and second selected variables, until a
third variable as much correlated with the output is found. The
set of selected variables grows until none remain to be chosen
(please refer to the original paper [6] for the computationally
efficient implementation proposed by the authors).

By enforcing a restriction on the sign of the weights (which has
to be the same as that of the current direction of the correlation),
the LARS algorithm thus implements Lasso effectively. The
authors claim an order of magnitude greater speed than the
classical quadratic programming problem, using their algorithm.

Meanwhile, as noted by Zou and Hastie in [35] for example,
the Lasso presents some drawbacks:
�
 If p4n, i.e. there are more variables than samples, the Lasso
selects at most n variables [6].

�
 For classical situations where n4p, and if the variables are

correlated, it seems (from experiments in [31]) that the
Tikhonov regularization (in the following subsection 3.3) out-
performs the Lasso.

A common drawback of the L1 penalty and, therefore, of the Lasso
approach is that it tends to be too sparse in some cases, i.e. there
are many j such that ŵj ¼ 0. In addition, the control over the
sparsity by the parameter l can be challenging to tune.

3.3. The L2 penalty: Tikhonov regularization

Another possible approach to find a solution which deems a
lower MSE than the OLS one is to use regularization in the form of
Tikhonov regularization proposed in [32] (a.k.a. ridge regression
[13]).

This time, the minimization problem involves a penalty using
the square of the regression coefficients

min
l,ŵ

Xn

i ¼ 1

ðyi�xiŵÞ
2
þl

Xp

j ¼ 1

ŵ
2
j

2
4

3
5: ð9Þ

Thanks to a bias–variance tradeoff, the Tikhonov regulariza-
tion achieves better prediction performance than the traditional
OLS solution. And as mentioned in the previous Subsection 3.2, it
outperforms the Lasso solution in cases were the variables are
correlated. One famous advantage of the Tikhonov regularization
is that it tends to identify/ isolate groups of variables, enabling
further interpretability (this grouping can be very desirable for
some data sets, as mentioned in [35]).

The major drawback of this regularization method is similar to
one mentioned for the OLS: it does not give any parsimonious
solution, since all variables are retained, due to the L2 penalty.
Therefore, contrary to the Lasso which actually performs variable
selection ‘‘internally’’ – given that l is large enough to set some
coefficients to zero – the Tikhonov regularization does not select
variables directly.

3.4. Hybrid penalties

In an attempt to overcome the drawbacks of each of the two
approaches, hybrid solutions have been developed, which use both
the L1 and the L2 penalties in the same minimization problem. Below
are proposed three approaches that tackle this problem: the elastic
net [35], the composite absolute penalties [34], and finally an original
approach by Owen [26] using an ‘‘inverted’’ Huber loss function.

3.4.1. The elastic net

Zhou and Hastie in [35] propose to alleviate the problems
encountered by the Tikhonov regularization (lack of sparsity)
while keeping its good performance thanks to the L2 penalty. This
is done using a composite of the Lasso and Tikhonov regulariza-
tion, by combining the two penalties L1 and L2 in the form of a
weighted penalty

l1

X
jŵjjþl2

X
ŵ

2
j , ð10Þ

with l1 and l2 positive (controlling the sparsity of the model).
This version of the penalty term is denoted as the ‘‘naı̈ve’’ elastic
net by the authors, which admits an easily computed solution,
provided that l1 and l2 are defined and already optimal. As the
authors mention in [35], this naı̈ve version of the algorithm is fast
to obtain and rather efficient, but creates a greater shrinkage
effect (on the regression coefficients) than the original Lasso,
which adds bias to the solution, while not reducing significantly
the variance of it. In the end, the naı̈ve version only seems to work
well when it is close enough to the Tikhonov or Lasso case (i.e. l1

very small or l2 very small).
The ‘‘normal’’ version of the elastic net is then a scaled naı̈ve

one: defining Y� ¼ ð Y
0p�1
Þ , X� ¼ ð1=

ffiffiffiffiffiffiffiffiffiffiffiffiffi
1þl2

p
Þ Xffiffiffiffi

l2

p Ip�p

� �
and ŵ� ¼ffiffiffiffiffiffiffiffiffiffiffiffiffi

1þl2

p
ŵ, the minimization problem for the elastic net is then

min
ŵ�

Xnþp

i ¼ 1

ðy�i�x�i ŵ
�
Þ
2
þ

l1ffiffiffiffiffiffiffiffiffiffiffiffiffi
1þl2

p Xp

j ¼ 1

jŵjj

2
4

3
5: ð11Þ

The scaling performed allows to reduce the problem of
shrinkage present in the naı̈ve version of the elastic net, while
retaining the advantages of the original naı̈ve approach (e.g. the
automatic variable selection).

In practice, the algorithm is implemented as a modification of
the LARS algorithm (the LARS-EN) since once l2 is fixed, the
computations are similar to that of a Lasso.

While the LARS-EN is a very efficient way of implementing the
elastic net approach, it remains that two parameters need
optimizing: l1 and l2. Usually, this is done by the use of classical
cross-validation (CV) which is unfortunately costly for it requires
a two-dimensional search, which is hardly feasible if one wants to
keep the ELM speed property.

3.4.2. Composite absolute penalty (CAP)

In [34], Zhao et al. propose to use a more generalized version
of the penalty term, by using a vector of penalties on which is
computed a norm. Denoting by

JaJg ¼
1

n

Xn

i ¼ 1

jaij
g

 !1=g

, ð12Þ

the g-norm of a vector a¼ ða1, . . . ,anÞ
T for gAN�, the method of

composite absolute penalties (CAP) generalizes the concept used
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in the elastic net penalty to

JðJŵG1
Jg1

,JŵG2
Jg2

, . . . ,JŵGk
Jgk
ÞJg0

, ð13Þ

where Gj is a subset of f1, . . . ,pg and ŵGj
is obtained by extracting

the components denoted in Gj from ŵ.
It can be seen that the penalty term is, therefore, a g0-norm on

a vector of penalties JŵGi
Jgi

. This general formulation of the
penalty for example comes down to the Lasso when gj ¼ 1,8j.

While the generalization capability of the CAP approach is
clear, the determination of the groups Gj and of the gj is time-
consuming and prone to heuristics/ a priori information on the
variables. Again, cross-validation is typically used for the deter-
mination of the gj, leading to important computational times,
again not ‘‘compatible’’ with the ELM speed.

3.4.3. Owen’s hybrid

A slightly different approach is proposed by Owen in [26], by
the use of an original loss function for the penalty. The problem is
formulated as

min
Xn

i ¼ 1

Lðyi�xiŵÞþ
Xp

j ¼ 1

PðŵjÞ

2
4

3
5, ð14Þ

where the Lð�Þ function can be assumed to be a 2-norm J � J2
2 in

this case. The emphasis is here put on the P function, which is
chosen (or more ‘‘designed’’) to behave like an absolute value
function for small ŵj for sparse solutions to arise, and like a
quadratic function on large ŵj to retain the properties of the
Tikhonov regularization.

The author proposes an ‘‘inverted’’ Huber loss function for that
purpose. While the Huber function is such that

HðzÞ ¼
z2 for jzjr1

2jzj�1 for jzjZ1
,

(
ð15Þ

the ‘‘inverted’’ version (also scaled to accommodate thresholding)
is given by

BMðzÞ ¼

jzj for jzjrM

z2þM2

2
for jzjZM

:

8<
: ð16Þ

The M value permits to choose where the transition between
the absolute value function and the quadratic one takes place.

The minimization problem ends up as a convex one, with a
large number of constraints (see [26] for more details), which is
unfortunately computationally very expensive for significant
data sets.

In the end, it can be noted that all the variants of the
minimization problem presented here are convex problems and
have hence an optimal solution that is reachable by standard
convex optimization techniques. Unfortunately, the large number
of parameters or constraints on the minimization problem makes
it more difficult to solve, and cross-validation is often used for the
determination of the parameters. This in turn implies large
computational times.

While the properties of both the Lasso and the Tikhonov
regularization are desirable, the penalties combining both lead
to complex minimization problems which take too long for the
application to OP-ELM.

The following Section 4 proposes to use the two approaches in
turn, instead of together, along with fast matrix computations.

4. Regularized ELM

Recently, Deng et al. in [5] proposed a regularized extreme
learning machine algorithm, which is essentially a L2 penalized
ELM, with a possibility to weight the sum of squares in order to
address outliers interference. Using the notations from the pre-
vious section, the minimization problem is here

min
l,d,ŵ

l
Xn

i ¼ 1

ðdiðyi�xiŵÞÞ
2
þ
Xp

j ¼ 1

ŵ
2
j

2
4

3
5, ð17Þ

where the di are the weights meant to address the outliers.
This extension of the ELM clearly (from the results in [5])

brings a very good robustness to outliers to the original ELM.
Unfortunately, it suffers from the problems related to L2 penalties,
that is the lack of sparsity for example.

As described before, the original OP-ELM already implements a
L1 penalty on the output weights, by performing a LARS between
the hidden and output layer.

It is here proposed to modify the original PRESS LOO criterion
for the selection of the optimal number of neurons by adding a
Tikhonov regularization factor in the PRESS, therefore, making the
modified PRESS LOO a L2 penalty applied on the L1 penalized
result from the LARS.

In the following are used matrix operations such as A=B to
refer to the matrix C such that ðci,jÞ ¼ ai,j=bi,j. Also the diagð�Þ
operator is used to extract the diagonal of a matrix,
diagðAÞ ¼ ða1,1, . . . ,an,nÞ

T .

4.1. L1 and L2 regularized OP-ELM

4.1.1. Allen’s PRESS

The original PRESS formula used in the OP-ELM was proposed
by Allen in [1]. The original PRESS formula can be expressed as

MSEPRESS
¼

1

n

Xn

i ¼ 1

yi�xiðX
T XÞ�1xT y

1�xiðX
T XÞ�1xT

i

 !2

, ð18Þ

which means that each observation is ‘‘predicted’’ using the other
n�1 observations and the residuals are finally squared and
summed up. Algorithm 1 proposes to implement this formula in
an efficient way, by matrix computations.

Algorithm 1. Allen’s PRESS algorithm, in a fast matrix form.

1: Compute the utility matrix C¼ ðXT XÞ�1

2: And P¼XC;

3: Compute the pseudo-inverse w¼ CXT y;

4: Compute the denominator of the PRESS D¼ 1�diagðPXT
Þ;

5: And finally the PRESS error e¼ y�Xw
D ;

6: Reduced to a MSE, MSEPRESS
¼ 1

n

Pn
i ¼ 1 e2

i .

The main drawback of this approach lies in the use of a
pseudo-inverse in the calculation (in the Moore–Penrose sense),
which can lead to numerical instabilities if the data set X is not
full rank. This is unfortunately very often the case, with real-
world data sets.

The following approach proposes two improvements on the
computation of the original PRESS: regularization and fast matrix
calculations.

4.1.2. Tikhonov-regularized PRESS (TR-PRESS)

In [9], Golub et al. note that the singular value decomposition
(SVD) approach to compute the PRESS statistic is preferable to the
traditional pseudo-inverse mentioned above, for numerical rea-
sons. In this very same paper is proposed a generalization of
Allen’s PRESS, as the generalized cross-validation (GCV) method,
which is technically superior to the original PRESS, for it can
handle cases were the data is extremely badly defined—for
example if all X entries are 0 except the diagonal ones.
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Fig. 3. The proposed regularized OP-ELM (TROP-ELM) as a modification of Fig. 2.
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Fig. 4. Comparison of the MSE for the original OP-ELM (gray dashed line) and the

proposed TROP-ELM (solid black line) for one data set (Auto Price, see Section 5)

for a varying amount of neurons (in the order ranked by the LARS). The

regularization enables here to have a more stable MSE along the increase of the

number of neurons.
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In practice, from our experiments, while the GCV is supposably
superior, it leads to identical solutions with an increased compu-
tational time, compared to the original PRESS and the Tikhonov-
regularized version of PRESS presented below.

Algorithm 2 gives the computational steps used, in matrix
form, to determine the MSETR�PRESS

ðlÞ from

MSETR�PRESS
ðlÞ ¼

1

n

Xn

i ¼ 1

yi�xiðX
T XþlIÞ�1xT y

1�xiðX
T XþlIÞ�1xT

i

 !2

, ð19Þ

which is the regularized version of Eq. (18). The notation A3B

denotes element-wise product between matrices A and B (Schur
product). It is used in step 4 of Algorithm 2 for it is faster than
standard matrix product.

Algorithm 2. Tikhonov-regularized PRESS. In practice, the
REPEAT part of this algorithm (convergence for l) is solved by a
Nelder–Mead approach [25], a.k.a. downhill simplex.
1: Decompose X by SVD: X¼USVT ;

2: Compute the products (used later): A¼XV and B¼UT y;
3: repeat
4: Using the SVD of X, compute the C matrix by:

C¼A3

S11

S2
11
þl � � �

Snn

S2
nnþl

^ ^ ^
S11

S2
11
þl � � �

Snn

S2
nnþl

0
BBB@

1
CCCA;

5: Compute the P matrix by: P¼ CB;

6: Compute D by: D¼ 1�diagðCUT
Þ;

7: Evaluate e¼ y�P
D and the actual MSE by

MSETR�PRESS
¼ 1

n

Pn
i ¼ 1 e2

i ;

8: until convergence on l is achieved

9: Keep the best MSETR�PRESS and the l value associated.
1 A toolbox implementing the used TROP-ELM will be available at http://

www.cis.hut.fi/projects/eiml/research/downloads.
Globally, the algorithm uses the SVD of X to avoid computa-
tional issues, and introduces the Tikhonov regularization para-
meter in the calculation of the pseudo-inverse by the SVD. This
specific implementation happens to run very quickly, thanks to
the pre-calculation of utility matrices (A, B and C) before the
optimization of l.

In practice, the optimization of l in this algorithm is per-
formed by a Nelder–Mead [25] minimization approach, which
happens to converge very quickly on this problem (fminsearch
function in Matlab).

Through the use of this modified version of PRESS, the OP-ELM
has an L2 penalty on the regression weights (regression between
the hidden and output layer), for which the neurons have already
been ranked using an L1 penalty. Fig. 3 is a modified version of
Fig. 2 illustrating the TROP-ELM approach.

Fig. 4 illustrates the effect of the regularization factor intro-
duced in the TR-PRESS: the mean square error is more stable
regarding the increase of the number of neurons following the
ranking provided by LARS (L1 penalty). The introduction of the L2

penalty has a very visible regularization effect here (the situation
is similar for the other data sets), avoiding numerical instabilities,
for example.

The following section proposes a comparison of the modified
OP-ELM1 (denoted TROP-ELM for Tikhonov-regularized OP-ELM )
with the original OP-ELM on 11 different regression data sets
from the UCI machine learning repository [8], along with other
classical machine learning methods.
5. Experiments

In order to compare the proposed TROP-ELM with the original
OP-ELM and other typical machine learning algorithms, eleven
data sets from UCI machine learning repository [8] have been
used. They are chosen for their heterogeneity in terms of problem,
number of variables, and sizes.

Table 1 summarizes the details of each data set.
The data sets have all been processed in the same way: for

each data set, 10 different random permutations are taken with-
out replacement; for each permutation, two thirds are taken for
the training set, and the remaining third for the test set (see
Table 1). Training sets are then normalized (zero-mean and unit
variance) and test sets are also normalized using the very same
normalization factors than for the corresponding training set. The
results presented in the following are hence the average of the 10
repetitions for each data set. This also enables to obtain an
estimate of the standard deviation of the results presented (see
Table 2).

It should be noted that most of the results presented in
Tables 2 and 3 are from [24] and are reproduced here for
comparison purposes.

As mentioned in the original paper [24], experiments are
performed using the online available versions of the methodolo-
gies, unaltered. All experiments have been run on the same
x86_64 Linux machine with at least 4 GB of memory (no swapping

http://www.cis.hut.fi/projects/eiml/research/downloads
http://www.cis.hut.fi/projects/eiml/research/downloads


Table 1
Details of the data sets used and the proportions for training and testing sets for each (two thirds of the whole set for training and one third for testing), along with the

number of variables.

Abalone Ailerons Elevators Computer Auto P. CPU Servo Breast C. Bank Stocks Boston

# of Variables 8 5 6 12 15 6 4 32 8 9 13

Training 2784 4752 6344 5461 106 139 111 129 2999 633 337

Test 1393 2377 3173 2731 53 70 56 65 1500 317 169

Table 2
Mean Square Error results in boldface (standard deviations in regular) for all six methodologies for regression data sets. ‘‘Auto P.’’ stands for Auto Price and ‘‘Breast C.’’ for

Breast Cancer data sets. Results for all algorithms but TROP-ELM are originally in [24] and are reproduced for comparison purposes.

Abalone Ailerons Elevators Computer Auto P. CPU Servo Breast C. Bank Stocks Boston

SVM 4.5 1.3e�7 6.2e�6 1.2eþ2 2.8eþ7 6.5eþ3 6.9e�1 1.2eþ3 2.7e�2 5.1e�1 3.4eþ1
2.7e�1 2.6e�8 6.8e�7 8.1eþ1 8.4eþ7 5.1eþ3 3.3e�1 7.2e�1 8.0e�4 9.0e�2 3.1eþ1

MLP 4.6 2.7e�7 2.6e�6 9.8 2.2eþ7 1.4eþ4 2.2e�1 1.5eþ3 9.1e�4 8.8e�1 2.2eþ1
5.8e�1 4.4e�9 9.0e�8 1.1 9.8eþ6 1.8eþ4 8.1e�2 4.4eþ2 4.2e�5 2.1e�1 8.8

GP 4.5 2.7e�8 2.0e�6 7.7 2.0eþ7 6.7eþ3 4.8e�1 1.3eþ3 8.7e�4 4.4e�1 1.1eþ1
2.4e�1 1.9e�9 5.0e�8 2.9e�1 1.0eþ7 6.6eþ3 3.5e�1 1.9eþ2 5.1e�5 5.0e�2 3.5

ELM 8.3 3.3e�8 2.2e�6 4.9eþ2 7.9eþ9 4.7eþ4 7.1 7.7eþ3 6.7e�3 3.4eþ1 1.2eþ2
7.5e�1 2.5e�9 7.0e�8 6.2eþ1 7.2eþ9 2.5eþ4 5.5 2.0eþ3 7.0e�4 9.35 2.1eþ1

OP-ELM 4.9 2.8e�7 2.0e�6 3.1eþ1 9.5eþ7 5.3eþ3 8.0e�1 1.4eþ3 1.1e�3 9.8e�1 1.9eþ1
6.6e�1 1.5e�9 5.4e�8 7.4 4.0eþ6 5.2eþ3 3.3e�1 3.6eþ2 1.0e�6 1.1e�1 2.9

TROP-ELM 4.8 2.7e�8 2.0e�6 2.4eþ1 7.0eþ6 4.1eþ3 6.1e�1 1.1eþ3 1.1e�3 8.4e�1 1.9eþ1
4.2e�1 1.5e�9 5.2e�8 6.2 2.2eþ6 2.9eþ3 2.2e�1 1.7eþ2 3.4e�5 5.8e�2 4.4

Table 3
Computational times (in seconds) for all five methodologies on the regression data sets. ‘‘Auto P.’’ stands for Auto Price and ‘‘Breast C.’’ for Breast Cancer data sets. Timings

for all algorithms but TROP-ELM are originally in [24] and are reproduced for comparison purposes.

Abalone Ailerons Elevators Computer Auto P. CPU Servo Breast C. Bank Stocks Boston

SVM 6.6eþ4 4.2eþ2 5.8eþ2 3.2eþ5 2.6eþ2 3.2eþ2 1.3eþ2 3.2eþ2 1.6eþ3 2.3eþ3 8.5eþ2

MLP 2.1eþ3 3.5eþ3 3.5eþ3 8.2eþ3 7.3eþ2 5.8eþ2 5.2eþ2 8.0eþ2 2.7eþ3 1.2eþ3 8.2eþ2

GP 9.5eþ2 2.9eþ3 6.5eþ3 6.3eþ3 2.9 3.2 2.2 8.8 1.7eþ3 4.1eþ1 8.5

ELM 4.0e�1 9.0e�1 1.6 1.2 3.8e�2 4.2e�2 3.9e�2 4.8e�2 4.7e�1 1.1e�1 7.4e�2

OP-ELM 5.7 16.8 29.8 26.2 2.7e�1 2.0e�1 2.1e�1 4.2e�1 8.03 1.54 7.0e�1

TROP-ELM 12.2 14.6 44.3 13.9 4.8e�1 1.2 8.4e�1 7.8e�1 4.4 1.1 1.5
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for any of the experiments) and 2þ GHz processor. Also, even
though some methodologies implementations are taking advan-
tage of parallelization, computational times are reported consider-
ing single-threaded execution on one single core, for the sake of
comparisons.

The SVM is performed using the SVM toolbox [4]; MLP [3] is
using a neural network toolbox, part of the Matlab software from
the MathWorks, Inc; the GPML toolbox for Matlab from Rasmus-
sen and Williams [28] is used for the GP; finally, the OP-ELM was
used with all possible kernels, linear, sigmoid, and Gaussian,
using a maximum number of 100 neurons and similarly for the
TROP-ELM. For more details on the parameters used for each
toolbox, please refer to [24].

First are reported the mean square errors (and standard devia-
tions) for the six algorithms tested. It can be seen that the proposed
TROP-ELM is always at least as good as the original OP-ELM, with an
improvement on the standard deviation of the results, over the 10
repetitions for each data set (only for the Boston housing case is the
standard deviation larger for the TROP-ELM than the OP-ELM): over
the 11 data sets, the TROP-ELM performs on average 27% better than
the original OP-ELM and gives a standard deviation of the results 52%
lower than that of the OP-ELM (also on average over the 11 data sets).

Also, the TROP-ELM is clearly as good (or better) as the GP in six
out of the 11 data sets – Ailerons, Elevators, Auto Price, Breast Cancer,
Bank and Boston – in which cases it has a similar (or lower) standard
deviation of the results. This with a computational time usually two
or three orders of magnitude lower than the GP.

Table 3 gives the computational times for each algorithm and
each data set (average of the 10 repetitions).

It can be seen that the TROP-ELM keeps computational times of
the same order as that of the OP-ELM (although higher on average),
and remains several orders of magnitudes faster than the GP, MLP or
SVM. Of course, as for the OP-ELM, the computational times remain
one to two orders of magnitude above the original ELM.

Finally, in Table 4 are reported the average number of neurons
(average over the 10 repetitions for each data set) selected for the
final model structure of the OP-ELM and TROP-ELM. It can be seen
that only in the cases of computer activity and stocks data sets are all
the neurons selected for the final model (which suggests that a larger
number of neurons given initially to the model might lead to better



Table 4
Average (over the ten repetitions) of the number of neurons selected for the final model (out of 100 initially in the model) for both OP-ELM and TROP-ELM.

Abalone Ailerons Elevators Computer Auto P. CPU Servo Breast C. Bank Stocks Boston

OP-ELM 36 75 74 100 14 33 36 12 98 100 66

TROP-ELM 42 80 53 100 15 28 42 14 93 100 59
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resultsy). Otherwise, the selected amount varies largely over the
data sets and slightly between the OP-ELM and TROP-ELM.

The effect of the L1 penalty is here obvious, on the number of
neurons retained in the final model structure (compared to the
ELM or regularized ELM, for example, which are less parsimo-
nious), while the L2 penalty introduced enables to regularize the
weights chosen and improve the performances of the final model
(compared to the OP-ELM, that is).
6. Conclusions and future work

In this paper is proposed a modification of the original
optimally pruned extreme learning machine (OP-ELM), by the
use of a L2 penalty in the PRESS leave-one-out estimation and a
fast matrix computation strategy.

The OP-ELM was proposed in the first place as a wrapper
around ELM to improve its robustness by adding a neuron
pruning strategy based on LARS (L1 penalty) and leave-one-out
(LOO). Here the LOO criterion is modified to add a L2 penalty
(Tikhonov regularization) to the estimate, in order to regularize
the matrix computations and hence make the MSE computation
more reliable. The modified OP-ELM (TROP-ELM), therefore, uses
‘‘in cascade’’ L1 and L2 penalties, avoiding the large computational
times problems commonly encountered when attempting to
intertwine the two penalties (as in the elastic net or the compo-
site absolute penalty approaches).

The TROP-ELM shows better performance than the original
OP-ELM, with an average of 27% better MSE for the considered
data sets (and improvements between 0% and 96% over the data
sets used). Also notable is the decrease of the standard deviation
of the results over the multiple repetitions for each data set,
illustrating that the regularization introduced has a visible effect.
In the end, the TROP-ELM performs rather similarly to the
Gaussian processes on more than half the data sets tested, for a
computational time which remains two to three orders of
magnitude below—and less than an order of magnitude slower
than the OP-ELM, in the worst case among the data sets used.

Future work on the TROP-ELM includes a generalization to
multi-output regression and classification (binary and multi-
class), by the use of the MRSR implementation of LARS which
makes it possible.
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